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Context Over the past decade, the Rust programming language has gained traction both in academia
and in industry [4, 1, 5, 13, 2, 9, 15], consistently ranking as the most beloved language by developers [18,
14] for the past 8 years. A large part of this success stems from several key features of the language:
Rust provides both the high performance and low-level idioms commonly associated to C or C++, as
well as memory-safety by default thanks to its rich, borrow-based type system. This makes Rust suitable
for a wide range of applications: both Windows [16] and the Linux kernel [3] now support Rust, the
latter marking the first time a language beyond C was ever approved for Linux. The safety guarantees of
Rust are particularly appealing for security-critical systems: leading governments now also recommend
Rust [17, 12].

Of course, despite being safer than C or C++, Rust programs are not immune to bugs and vulner-
abilities. Case in point, between January 1, 2024 and January 1, 2025, 137 security advisories against
Rust crates were filed on RUSTSEC, a vulnerability database for the Rust ecosystem maintained by
the Rust Secure Code working group. These vulnerabilities arose due to several reasons: runtime errors
leading to aborted executions (panic in Rust, e.g., after an out-of-bounds array access), implementation
or design flaws, or even memory vulnerabilities when using Rust’s unsafe escape hatch, which allows
the use of C-like, unchecked pointer operations when Rust’s borrow-based type system is too restrictive.

To enforce those properties that fall outside the scope of Rust’s borrow-checker, a solution is to use
formal verification tools. One such tool, Aeneas [7], leverages Rust’s rich region-based type system to
generate a lightweight, pure translation of a large class of Rust programs. This model is then extracted to
the Lean theorem prover, allowing one to formally reason about it to prove properties such as functional
correctness. Doing so, Aeneas allows a lightweight verification by eliminating memory reasoning, allowing
the proof engineers to instead focus on functional properties of their code. This approach has proved
successful enough for Aeneas to be applied to the ongoing verification of SymCrypt, Microsoft’s open
source cryptographic library, which is notably used in the Windows kernel and in Azure Linux [11].
Moreover, an effort is under way to allow combining Aeneas’ pure translation with a stateful embedding,
which would allow leveraging separation logic to reason about code containing features such as unsafe,
concurrency, I/O or interior mutability, and which are today outside the scope of the translation.

The translation performed by Aeneas, which is based on a symbolic execution, is however complex,
making its correctness a non-trivial result. Some previous work [6], which is in the process of being
mechanized, has shown that (a subset of) Aeneas’ translation actually implements a borrow-checker,
that is: a program which is successfully translated by Aeneas is memory safe. This result, by focusing on
the memory safety, leaves aside the question of formally linking the generated model, and the theorems
which apply to it, to the original Rust code. Moreover, it is unclear how to extend this proof to a subset
of Rust which combines features which can be functionalized by using the pure translation, with features
which can not and would be reasoned about using separation logic.



Goals The goal of the internship is to reason about the soundness of Aeneas’ translation in the presence
of code which can not be functionalized. A possible direction would be to use a semantic model of the
Rust language as successfully performed by RustBelt and RustHornBelt [8, 10]. By using separation
logic to introduce a semantic model of LLBC environments [6], one could combine those environments
with separation logic predicates which do not fit into LLBC (e.g., “points to” predicates). This would
allow studying Rust functions which are currently not covered by the translation (e.g., mut_to_raw,
which converts a mutable borrow to a raw pointer), and on the longer term prove a correctness theorem
for the translation in the presence of code which can not be functionalized.

Qualifications This internship of 6 months or less would be hosted by the team Cambium at Inria
Paris. The preferred qualifications for the student at the beginning of the internship would be:

e familiarity with the Rust programming language;
e fluency with a functional programming language like OCaml;

e some experience with at least one theorem prover (Rocq, F*, LEAN;, Isabelle/HOL, ...);
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